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Concepts for Generic Prototypes in Cyan
Anonymous Author(s)

ABSTRACT
Generics are classes, prototypes, or algorithms parameterized by
types. Concepts are constraints on real arguments to generics that
express the generics’ restrictions on the use of the type parame-
ters. Their main goal is to give clear error messages to developers.
Concepts are supported as a feature by several languages. This
paper shows how the prototype-based object-oriented language
Cyan supports concepts by employing a compile-time metaobject
linked to a code annotation. A simple Domain Specific Language
(DSL) code attached to the annotation allows a comprehensive set
of concept constraints. As a result, not only concepts are easy to
specify but it would be easy for developers to change and modify
our metaobject to support a different concept DSL.
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1 INTRODUCTION
Types can be abstracted over other types and algorithms using the
technique of generic programming which is supported by generic
classes in Java [10] and C♯ [7], templates in C++ [19], type classes
in Haskell [22], and similar mechanisms in other languages. As
a representative of constructs for generic programming, we will
use generic classes, which are classes with type parameters that are
replaced by real arguments at compile-time. A real argument is a real
type that, when supplied, causes the creation of a specialized version
of the class. For example, type Int is supplied to SortedList<T> in
SortedList<Int> for creating an Int list. The code of the generic
class may be duplicated for each instantiation or not.

The generic class may implicitly assume that the real argument
has some characteristics such as the declaration of some public
methods or some specific semantics. The code of the class assumes
that the supplied types obey some contraints. If they do not, there
is a compilation or runtime error that is usually unclear because it
is issued in the context of the generic class code.1 Therefore, the
developer that is a user of the generic class has to understand its
1In case of a mismatch in the expected semantics, there may be no runtime warnings
or errors. But the error is caused by the generic class code anyway.
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1 package main
2 o b j e c t P a i r
3 func i n i t : S t r i n g f i r s t , I n t l a s t {
4 s e l f . f i r s t = f i r s t ;
5 s e l f . l a s t = l a s t
6 }
7 func g e t F i r s t −> S t r i n g = f i r s t ;
8 func s e t F i r s t : S t r i n g f i r s t {
9 s e l f . f i r s t = f i r s t
10 }
11 func g e t L a s t −> I n t = l a s t ;
12 func s e t L a s t : I n t l a s t {
13 s e l f . l a s t = l a s t
14 }
15 var S t r i n g f i r s t
16 var I n t l a s t
17 end

Listing 1: Prototype Pair in Cyan

source code to correct the error. Concepts are constraints on types
that act as a filter between the generic class and the types that are
its real arguments. A concept may point out that a real argument,
a type, does not satisfy one or more constraints before the real
argument replaces the type parameter. This results in clearer error
messages. If the language duplicates the generic class code for every
new set of real arguments, the resulting class is compiled after the
real arguments replace the formal parameters. At this point, there
may be compilation errors caused by non-compliance with the
restrictions.

Concepts are supported by several object-oriented languages
such as Java, the new C++ version [1], C♯, G [17], C♯𝑐𝑝𝑡 [6], Magno-
lia [3], JavaGI [23], and Genus [24]. However, no language has ideal
support for concepts [9] [5]. In every one of these languages, there
are missing features that, for example, prevent some constraints to
be expressed or some valid types to be used as real arguments.

This paper presents concepts in the language Cyan. Unlike any
other language, concepts are implemented using metaprogramming
through a compile-time metaobject. The result is a very expressive
system that features a Domain Specific Language (DSL) for con-
straint specification. This paper is organized as follows. Section 2
introduces the language Cyan and metaobjects. The metaobject
that supports concepts is presented in section 3. Section 4 compares
Cyan with other languages with relation to support for concepts.

2 CYAN AND METAOBJECTS
The Cyan language is a statically-typed prototype-based lan-

guage that relates closely to class-based languages such as Java [10]
and C♯ [7]. A prototype describes fields and methods as shown in
Listing 1. Prototype Pair defines a constructor, which is always

1
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1 package main
2
3 @ini t ( f i r s t , l a s t )
4 o b j e c t P a i r
5 @property
6 var S t r i n g f i r s t
7 @property
8 var I n t l a s t
9 end

Listing 2: Prototype Pair with annotations

called init or init: (if it has parameters), and get and set methods
for first and last (called fields or instance variables). A prototype
is both a type and an object. Prototypes String and Int, for exam-
ple, are used as the types of fields first and last. They are also
objects and can be used in expressions:

1 a s s e r t I n t == 0 && I n t ∗ I n t + I n t == 0 ;
2 a s s e r t S t r i n g == " " && S t r i n g s i z e == 0 ;
3 a s s e r t ! ( S t r i n g endsWith : " abc " ) ;

“String size” in line 2 is a message passing whose selector is size
and whose receiver is String (here, String is an object). This state-
ment would be String.size() in most OOL. Line 3 shows another
message passingwhose receiver is also String. “endsWith: "abc"”
is a keyword message with "abc" as argument. Cyan supports Java-
like interfaces whose declaration starts with keyword interface
instead of object. Interfaces are prototypes and therefore objects
like any other.

Listing 2 illustrates the use of annotations, which are identifiers
that start with @ and may be followed by arguments between paren-
theses. An annotation like init in line 3 is linked to a metaobject
at compile-time.2 The compiler calls methods of each metaobject
according to a metaobject protocol, MOP, which defines exactly the
metaobject methods (their names and parameters) are called in
which compilation phase. As an example, method

afterResTypes_codeToAdd
is called after the first semantic analysis phase. In this example, the
metaobjects associated with both init and property define this
method and they generate a constructor and get and set methods
for the two fields. The result is as if prototype Pair were declared
as in Listing 1. From now on, instead of writing “metaobject asso-
ciated to annotation” property, we will use simply “metaobject
property”.

An interesting metaobject is insertCode, whose annotations
take Cyan statements between delimiters that usually are {* and
*}. The Cyan statements are interpreted at compile-time. The text
between the delimiters is called attached Domain Specific Language
(DSL) code of the annotation or simply the attached text of the
annotation.

1 var Array <Char > a l ph a b e t = Array <Char > ( ) ;
2 @insertCode { ∗
3 f o r ch in ' a ' . . ' z ' {
4 i n s e r tCode : " a l p h a b e t add : ' $ch ' ; " ;

2This paper will not detail how the compiler links the name to the metaobject.

5 }
6 ∗ }

When used inside a method body this annotation can be used for
generating method statements. In the above example, it generates
statements like

alphabet add: 'a';
from ’a’ to ’z’.3 When used outside a method body, metaobject
insertCode can generate fields and methods. This metaobject can
be used for checking any property of the prototype such as “the
prototype defines a method add: Int that has an if statement”,
“the prototype inherits from prototype X and implements interface
IA”, or any other property that can be checked using the prototype
Abstract Syntax Tree (AST).

3 CONCEPTS IN CYAN
Listing 3 shows a generic Pair prototype in Cyan with two formal
parameters, First and Last. To use this prototype, one has to
supply two real arguments as in this example:

var Pa i r < S t r i ng , In t > p =
Pa i r < S t r i ng , In t > new ;

When the compiler finds Pair<String, Int>, it creates a new pro-
totype, Pair<String, Int>, in which every occurence of First
and Last is replaced by String and Int, respectively. This is a
textual replacement, a new source file is created for every new
combination of real arguments. The language itself does not restrict
what the parameters can be, any errors are discovered when the
new prototype is compiled. The process of replacing formal pa-
rameters by real arguments and compiling the new prototype is
called instantiation of the generic prototype. Note that, in the above
example, there are two occurrences of the generic prototype Pair,
one as type and one as an expression, but only one instantiation.

The Cyan compiler replaces a formal parameter T by the real
argument if T appears:

(1) after #, which is a symbol, a short form of string. Therefore,
#cyan is the same as "cyan". If the formal parameter T is
replaced by cyan, #T is replaced by #cyan;

(2) anywhere a type may appear;
(3) as a package name or a type name in a full-specified type

as “packageNameA.T.Person”. If T is a formal parameter,
it would be replaced by a real argument in an instantiation;

(4) as a method keyword and an unary method name, both
at the declaration or inside an expression. In this case, T
would be part or all of a method name;

(5) as argument to an annotation or inside the attached anno-
tation text.

A generic prototype instantiation A<X> may cause another in-
stantiation B<Y>, which may cause yet another instantiation C<Z>.
Hence, there may be a sequence of nested instantiations. If an error
occurs in C<Z>, the Cyan compiler will print an error message and
the stack of instantiations. For everyone, the compiler will print
the line and file in which it is.

3$ch inserts the value of the variable ch into the literal string.
2
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1 package main
2 o b j e c t Pa i r < F i r s t , Las t >
3 func i n i t : F i r s t f i r s t , L a s t l a s t {
4 s e l f . f i r s t = f i r s t ;
5 s e l f . l a s t = l a s t
6 }
7 func g e t F i r s t −> F i r s t = f i r s t ;
8 func s e t F i r s t : F i r s t f i r s t {
9 s e l f . f i r s t = f i r s t
10 }
11 func g e t L a s t −> La s t = l a s t ;
12 func s e t L a s t : L a s t l a s t {
13 s e l f . l a s t = l a s t
14 }
15 @doc { ∗
16 r e t u r n −1 i f s e l f < o ther ,
17 0 i f s e l f == other , and
18 1 i f s e l f > o th e r . L a s t i s
19 only used in the compar ison
20 i f ' f i r s t == o the r g e t F i r s t '
21 ∗ }
22 func <=> Pa i r < F i r s t , Las t > o the r {
23 var f c = f i r s t <=> o the r g e t F i r s t ;
24 i f f c != 0 { r e t u r n f c }
25 r e t u r n l a s t <=> o the r g e t L a s t
26 }
27 var F i r s t f i r s t
28 var L a s t l a s t
29 end

Listing 3: Generic prototype Pair

3.1 Concepts with Examples
Method <=> of prototype Pair<First,Last> follows the expected
semantics for methods with this name, as asserted by the documen-
tation given in annotation doc. Lines 23 and 25 of the code demand
that First and Last should also define a <=> method and both of
them should follow the same semantics as the prototype method.
The Cyan compiler cannot check whether both real arguments have
a <=> method before the instantiation. This task could be made by
concepts, which are predicates or constraints on template/generic
parameters. Concepts could be just comments in the code and, in
this case, the programmer is responsible for using appropriate real
arguments. Or they could be defined in the generic prototype code
through an ad-hoc language mechanism that would trigger the
compiler to do the checks. In the latter case, if the real argument for
First does not define a <=>method, theconcept feature would issue
an error. This is done before instantiation, which means the devel-
oper views the error message issued by the concept feature, not the
possible confusing error message of the compiler after processing
the code of the generic prototype.

Concepts were proposed by Stroustrup [18] [21] and recently
incorporated into the current version of language C++ [1]. From
this point on, concepts always refer to the language feature, never as

simply comments in the code that does not have the power of doing
checks. There are two main reasons for using concepts: better error
messages and code documentation. The compiler can point out
errors before the instantiation and, therefore, the user will not view
error messages in the context of the code of the generic prototype
or template class. Concepts also play the role of documentation
since they describe the requirements for the use of the generic code.
In some languages, concepts are also used for test case generation.

Although the Cyan language does not have special language
features for supporting concepts, they can be implemented using
metaobjects. In particular, there is a metaobject whose name is
concept defined in package cyan.lang. Since this package is au-
tomatically imported by any Cyan source code, this metaobject is
available everywhere.

Metaobject concept can be used to guarantee that both First
and Last define a <=> method, as shown in Listing 4. In the anno-
tation concept, between {* and *}, there should appear the code
of a concept DSL. In this example, only one statement kind is used,
“has”. After this keyword, there should appear a list of methods that
the formal parameter, put before has, should have. Optionally, after
], there may appear a literal string with a tailored error message. If
not present, a standard message is used. The parameter names that
appear inside the literal strings are replaced by the real arguments
to the generic prototype. Therefore, if prototype P does not define
a method

func <=> First -> Int
the instantiation

Pair<P, Int>
will fail because metaobject concept will issue the compile-time
error message

"P should define method <=>"
Between [ and ], after a has keyword, there may appear a list

of comma-separated func declarations, each one optionally suc-
ceded by a literal string. As an example, we could have, in another
prototype, the following code in annotation concept:

T has [
func <=> T −> I n t " E r r o r 1 " ,
func < T −> Boolean

] , " E r r o r 2 "
T has [ func > T −> Boolean ]

If, in an instantiation, the real argument that replaces T does not
define method <=> (with the adequate parameters), message "Error
1" is issued. If < is missing, message "Error 2" is issued. If the
real argument does not define >, metaobject concept signals the
standard error message for has, which names the missing method.

In the instantiation of Pair<P, Int>, the compiler first replaces
the formal parameters by the real arguments P and Int. This re-
placement takes place even in the DSL code of the annotations
of the prototype Pair<First, Last> (that between {* and *}).
Hence, every “First” inside the text of annotation concept of List-
ing 4 is replaced by P (even inside a literal string). After that, the
compiler calls a method of metaobject concept that interprets the
DSL code (which does the checks and issues error messages, if any).

3
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1 package main
2 @concept { ∗
3 F i r s t has [ func <=> F i r s t −> I n t ] ,
4 " F i r s t shou ld d e f i n e method <= >" ,
5 L a s t has [ func <=> La s t −> I n t ] ,
6 " L a s t shou ld d e f i n e method <=>"
7 ∗ }
8 o b j e c t Pa i r < F i r s t , Las t >
9 / / e l i d e d , same as b e f o r e
10 end

Listing 4: Generic prototype Pair with annotation concept

1 . . .
2 @concept { ∗
3 Opt imizeFor in [ speed , memory ]
4 ∗ }
5 o b j e c t BinTree <T , Opt imizeFor >
6 func add : T va lue {
7 @insertCode { ∗
8 i f # Opt imizeFor == # speed {
9 i n s e r tCode : " / ∗ use a r r ay ∗ / "
10 }
11 e l s e {
12 / / use l i n k e d l i s t
13 i n s e r tCode : " / ∗ use r oo t ∗ / "
14 }
15 ∗ }
16 }
17 . . .
18 end

Listing 5: Use of real arguments to control code generation
using insertCode

All formal parameters to a generic prototype should start with
an uppercase letter. The real arguments can be prototypes or iden-
tifiers that start with a lowercase letter, which are called identifier
parameters.

va r BinTree < In t , speed > b inTreeFo rSpeed ;
var BinTree < In t , memory> binTreeForMemory ;

Here, speed and memory are identifier parameters. Of course, the
second formal parameter to BinTree of both declarations cannot
be used as a type because Cyan assumes that all types start with
an uppercase letter. However, this formal parameter can be used in
all other situations a formal parameter can. In particular, it can be
used in the text of an annotation as shown in Listing 5. If the real
argument is speed, the BinTree methods use an array, which is
faster than using a linked list. The concept of this generic prototype
demands that OptimizeFor be one of speed or memory.

Listing 6: Example with all statement kinds of the concept
language

1 @concept { ∗
2 t yp eo f ( T s i z e ) i s t yp eo f ( R l eng t h ) ,
3 t yp eo f ( T g e t P r oduc t : 0 ) implements
4 IP roduc t <R> ,
5 t yp eo f ( I P r o du c t rep : Long )
6 subp ro t o t ype Map<T , R> ,
7 Element <T> supe r p r o t o t yp e Item <T> ,
8 IP roduc t <R> i n t e r f a c e ,
9 Element <T> non i n t e r f a c e ,
10 / / S i s a fo rma l paramete r too
11 T has [ func S −> t ypeo f ( T s e t : I n t ) ] ,
12 t yp eo f ( R g e t I d ) i n [ Short , I n t , Long ] ,
13 S in [ speed , memory ] ,
14 S i d e n t i f i e r ,
15 ! t yp eo f ( T s e t : S t r i n g ) i n t e r f a c e
16 ∗ }
17 o b j e c t GenProto <T , R , S>
18 . . .
19 end

3.2 The Concept Language
This subsection describes the concept language used by metaobject
concept. The description uses the compile-time function typeof
which returns the type of its argument, which should be an expres-
sion.

t y p eo f ( T g e t P r oduc t : 0 ) i s
t y p eo f ( ( R a t : I n t ) getName )

Here, typeof(T getProduct: 0) is the type of themessage passing
“T getProduct: 0” whose receiver is T (this prototype name is
used as an expression here). This is the same as the return type of
method getProduct: Int of prototype T. Instead of 0, we could
have used Int, which would be considered as an expression whose
type is Int. If Cyan were not a prototype-based language, different
syntactic constructs would be used to express types and expressions.
“(R at: Int) getName” is the return type of method getName of
the prototype that is the return value of “R at: Int”.

In the following explanation of the concept language, letters S, T,
and U are types which can be formal parameters to the generic pro-
totype, a real prototype (such as Int), or a call to the compile-time
function typeof. The kinds of statements of the concept language
of metaobject concept and their meanings follow.

(1) T is U, T should be equal to U;
(2) T implements U, T is a prototype that implements inter-

face U. Cyan interfaces are very similar to Java and C♯ inter-
faces. A Cyan interface is a prototype that declares methods
with empty bodies4. An interface may be implemented by a
noninterface prototype P meaning that P should define all
methods declared in the interface;

(3) T subprototype S, T should be a subprototype of S;

4Methods with default bodies are not allowed yet.
4
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Listing 7: Example of use of concept files
1 @concept { ∗
2 cyan . l ang . a r i t hm e t i c ( Matr ix <R> ) ,
3 " Matr ix <R> shou ld d e f i n e + , − , ∗ , and / " ,
4 cyan . l ang . a r i t hm e t i c ( R )
5 ∗ }
6 o b j e c t Matr ix <R>
7 / / e l i d e d
8 end

(4) S superprototype T, S should be a superprototype of T;
(5) T interface, T should be an interface;
(6) T noninterface, T should be a prototype that is not an

interface (as Pair);
(7) T has [ method signature list ], T should implement

the methods of the list. Each method signature starts with
keyword func followed by themethod keywords and param-
eter types (parameter names are optional). In a declaration

func add: Int value account: Long c
add: and account: are method keywords;

(8) T in [ prototype list ], T should be one of the proto-
types in the list;

(9) I in [ list of identifiers], the identifier parameter
I should be in the list;

(10) I identifier, I should be an identifier;
(11) ! any predicate, the negation of the predicade, any of

the above, should be true;
(12) a concept file call, described in subsection 3.3. This allows

the reuse of concept statements;
(13) axioms, explained in subsection 3.4.

Note that each kind of statement is a kind of predicate or constraint.
The last one is a semantic constraint and it cannot be verified at
compile-time. The others are syntactic predicates. Listing 6 presents
an example of each possible statement kind of the concept language
(except axioms).

3.3 Reusing Concept Code
Some predicates on types are largely used, such as those that de-
mand that a type defines the comparison operators, arithmetical
operators, iterator methods, methods object constructors, and so
on.5 Instead of defining the same predicates in the concept at-
tached annotation texts of several generic prototypes, it is possible
to create a library of concepts. Hence, concepts can be reused just
like procedures and functions.

Listing 7 shows a Matrix<T> prototype. The attached text of
the concept annotation demands that both the prototype itself
(line 2) and the real argument T (line 4) have arithmetic operators.
This is demanded by concept file calls in lines 2 and 4. There is a
file “arithmetic(T).concept” in a special directory of package
cyan.lang, which is called a concept file. Listing 8 presents a sketch
of this file. It is just composed of predicates on type T, the same
parameter that appears in the file name.

5See this list of C++ concepts: https://en.cppreference.com/w/cpp/header/type_traits.

Listing 8: A concept file
1 T has [
2 func + T −> T
3 . . . / / − , ∗ , /
4 ] ,
5 axiom . . .

In an instantiation Matrix<Int>, the concept metaobject re-
places R by Int and line 2 of Listing 7 becomes

cyan.lang.arithmetic(Matrix<Int>),
The metaobject reads file “arithmetic(T).concept” and replaces
all identifiers T inside it by Matrix<Int>. After that, the resulting
file is compiled by the metaobject and its predicates become part
of the list of predicates of the concept annotation. Hence, the file
is treated as a poor man generic file parameterized by the param-
eter between parentheses. There may be two or more parameters
separated by commas. A concept file may contain concept file calls.

Package cyan.lang has several concept files for common sets
of requirements such as addable (has a + method), arithmetic,
comparison (has the comparison methods), init, iterator etc.

3.4 Test-case Generation
The text of an annotation concept can specify simple type-related
requirements, which are syntactic constraints. However, the text
cannot demand any semantic properties because they mean runtime
properties. By the Rice theorem [13], the runtime properties of
programs cannot be checked at compile-time. For example, the text
of Listing 4 could not be improved for demanding that method <=>
of First be commutative. The alternative that metaobject concept
offers for semantic checking is a mechanism that automatizes part
of the generation of test cases. This is made through the use of
axioms, which are semantic specifications of types [20].

In the text of an annotation concept, an axiom starts with key-
word axiom followed by a keyword method declaration (there
should be at least one parameter).
axiom s p a c e S h i p T e s t F i r s t : F i r s t a , F i r s t b {%

i f ( a <=> b ) != ( b <=> a ) {
r e t u r n " Method <=> o f F i r s t i s not " ++

" commutat ive "
}
r e t u r n N i l

%}
axiom sp a c e S h i pT e s t L a s t : L a s t a , L a s t b {%

i f ( a <=> b ) != ( b <=> a ) {
r e t u r n " Method <=> o f L a s t i s not " ++

" commutat ive "
}
r e t u r n N i l

%}

Instead of using { and } to delimit the method statements, use6 {%
and %}. The method should not declare a return type because it is
always the union String|Nil. That is, the method should either
6There are alternatives for these delimiters but this is not important here.
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return Nil (if there is no error) or a literal string (with an error
message).

If annotation concept takes a parameter “test”,
@concept(test){* ... *}

the metaobject generates a prototype with a method for each axiom
in a special directory. It is up to the programmer to create test cases
that call the test methods. This task cannot be automatized.

The statements of a concept attached annotation text may be
inconsistent. For example, they may demand that T is a prototype
and superprototype of R and, at the same time, that T is an interface
and subprototype of R. Or that T has a method get -> Int and an-
other get -> String. When an annotation of metaobject concept
takes a test parameter, the metaobject generates a package and
prototypes used to help to discover inconsistences in the code of
the concept attached annotation text. When the generic prototype
is instantiated with these metaobject-created prototypes, there may
be instantiation errors that reveal failures in the code attached to
annotation concept.

Let us explain how these test prototypes are created. The metaob-
ject creates a new package, a test prototype, and a prototype for
every formal parameter of the generic prototype (with the same
name as the formal parameter). For example, the metaobject creates
a prototype T in the test package if there is a formal parameter with
this same name in the generic prototype. Prototype T obeys the
statements of the annotation text in which the formal parameter
appears. As an example, for the Pair<First, Last> prototype
of Listing 4, the metaobject would create a prototype First with
method <=>. If the attached annotation text had the statements

F i r s t s ubp ro t o t ype Elem ,
F i r s t implements IElem

themetaobject wouldmake First inherit from Elem and implement
interface IElem. Of course, some concept statements cannot be
checked, such as those that involve typeof, in, identifiers, and the
use of the formal parameters in the right-hand side of a statement.
For example, the following statements are not used for test-case
generation.

/ / assume T i s a fo rma l paramete r
Person subp ro t o t ype T ,
t yp eo f ( T ge t ) implements IElem

Therefore, to partially test the consistency of a concept annotation
test, the developer should use the real argument test and, after the
compilation, compile the test package produced by the metaobject.
If this compilation fails, there is at least one inconsistency in the
annotation statements.

4 COMPARISONWITH OTHER LANGUAGES
In this section, a constraint (or a predicate) is a restriction on one
or more types (or identifiers, in Cyan) and corresponds to a state-
ment in the language of our metaobject. As usual in the literature,
the word “concept” will be used with two meanings: (a) the set of
constraints (or statements of a concept language) or (b) the pro-
gramming language features supporting concepts in the sense (a).
Garcia et al [8], Siek [16] and Belyakova [5] have made detailed
comparisons of support for concept features by a set of languages
(SL), which are G [17], C++ [1], JavaGI [23], Java, Scala [12] [15],

1 c l a s s GraphVertex { . . . } ;
2 c l a s s GraphEdge { . . . } ;
3 c l a s s Graph {
4 p u b l i c :
5 t y p ed e f GraphVertex Ver t ex ;
6 t yp ed e f GraphEdge Edge ;
7 } ;
8 c l a s s GraphAdj {
9 p u b l i c :
10 t yp ed e f i n t Ver t ex ;
11 t yp ed e f pa i r < in t , i n t > edge ;
12 } ;
13
14 t emp la t e <typename T>
15 s t d : : l i s t <typename T : : Vertex >
16 ∗ connectedTo ( T ∗ g , typename T : : Ver t ex v ) {
17 . . .
18 }

Listing 9: Associated types in C++

C♯𝑐𝑝𝑡 [6], Haskell [22], Rust [11], C♯ [7], and Genus [24]. The com-
parisons are not repeated here because that would be redundant
(and there is no space for it too). Unless stated otherwise, it should
be assumed that most languages of SL (set of languages) support a
concept feature when it is first described.

A concept is multi-type if several types are constrained. For
example, the concept annotation of Listing 6 falls in this category
because it restricts the formal parameters T, R, and S. Therefore, it
will be asserted that metaobject concept supports multi-types. The
annotation text of the listing place several restrictions on type T in
lines 2, 3, 6, 7, 9, 11, and 15. Hence, metaobject concept supports
multiple constraints. An associated type [9] is obtained from other
types. For example, types of edges and vertices are associated to
the Graph type. Listing 9 shows an example in C++. The template
function connectedTo accepts a template parameter T that should
be either an object of Graph or GraphAdj (assume that, otherwise,
there would be a compilation error in the template instantiation).
These two classes have associated types Vertex and Edge. The
associated type Vertex to parameter T is refered to using the syntax

typename T : : Ver t ex
Hence, when the first parameter to connectedTo is a GraphAdj,
the compiler will demand that GraphAdj::Vertex is the second
parameter, which is int.

Cyan offers a partial support to associated types through the use
of method return types and the compile-time function typeof. For
example, a variable inside a method of GenProto could be declared
as

var t yp eo f ( T ge t P r oduc t : 0 ) aP roduc t ;
The support is partial for two reasons: (a) only method return
types can be associated types and (b) typeof cannot appear as
method parameter type or return type. Therefore, a method similar
to connectedTo is illegal in Cyan, it should belong to a generic
prototype with formal parameters T and Vertex. That is, Vertex
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should be explicitly given, it could not be deduced using T. As-
sociated types decrease the number of real argument types the
developer is required to supply to a generic class or algorithm. In
the C++ example, instead of supplying two types, a Graph and the
vertex type, only the first needs to be specified (the compiler may
be able to deduce the types). Java, C♯, JavaGI, and Genus do not
support associated types.

A type models a concept when the type obeys the restrictions of
the concept. For example, suppose a concept C parameterized by T
demands that T has a method

func < T -> Boolean
In Cyan, prototypes Int and Stringmodel the C concept. Through
a model declaration, allowed in C♯𝑐𝑝𝑡 and Genus, a String may
model concept C in two different ways. One is using the usual <
method and another is considering just the string size ("x" < "ab").
Cyan does not allow multiple models although the Concept Design
Pattern [14] simulates it to a certain extend.7

Retroacting modeling is the ability to change the modeling rela-
tionships of a type. For example, a type may not define a < method
but some mechanisms may adapt the type to the concept. For ex-
ample, in Rust, methods lay outside structs and can be added later
to make a type adapt to a concept. The same reasoning applies to
extension methods of Swift, which add virtual methods to existing
classes (the source code is not changed). Hence, even if a class does
not define a < method, an extension may add this method to it.
Genus and C♯𝑐𝑝𝑡 have special mechanisms for the declaration of
models which can be created after a class to adapt it to be a real
argument to a generic class. Therefore, both languages, Swift, and
Rust support retroacting modeling and so do Haskell, G, and JavaGI.
Cyan does not because there is no way of specifying a model.

A generic class or prototype may be compiled and put in a library
before any instantiation. This occurs in Java because the code of a
generic class is reused for all instantiations. In Cyan, the code of
a generic prototype is parsed and any syntactic errors are discov-
ered. However, a new prototype is created for each new set of real
arguments to a generic prototype. Only when this newly-created
prototype is compiled the semantic errors, if any, are discovered.
Another dimension for comparing generic programming support is
concise syntax, which can be achieved by several language mecha-
nisms:

(1) type deduction by the compiler so the user do not need to
supply all the generic types when using a generic class. In
Java, the code

Set<Int> s = new Set<>();
is legal. The compiler deduces the real argument in the
right side. Cyan does not allow this but, if the type is not
supplied in a variable declaration, it is assumed to be the
initializing expression type:

var s = Set<Int> new;
Hence, the real argument to Set is also supplied just one
time.

(2) type deduction of the real arguments to a generic function
or method. In C++, an example using Listing 9 could be
list = connectedTo(g, v);

7Extra formal parameters are added to supply extra features, like a parameter that tells
a sort method how to compare elements.

instead of
list = connectedTo<Graph>(g, v);

Cyan does not support either functions (outside prototypes)
or generic methods;

(3) the use of type aliasing features, such as typedef of C/C++,
which is not supported by Cyan;

(4) associated types. Instead of supplying Graph, Vertex, and
Edge to one instantiation, as in

GraphTool<MyGraph, MyVertex, MyEdge>
one could supply just Graph, which has associated types for
vertices and edges. Cyan supports associated types partially.

Can concepts place restrictions on associated types? They can-
not in C♯, Java, JavaGI, and Genus. They can in Cyan, as shown in
Listing 6. In line 2, the return type of method size of T should be
the same as the return type of method lenght of R. These types are
associated with T and R. In some languages such as Scala and C♯𝑐𝑝𝑡 ,
a type may be restricted to be a supertype or subtype of another.
Languages Java, C♯, and Swift offers just subtype constraints. That
is, a real argument should be a subtype of a type that restricts the
corresponding formal parameter. Metaobject concept of Cyan sup-
ports the relations “subtype of”, “supertype of”, and “implement”.
Another desirable feature for generics is the support for concept re-
finement or inheritance. That is, sets of constraints can be imported
to a concept and reused. All languages used in this section support,
through many different mechanisms, concept refinement. This is
achieved in Cyan through the use of concept files (section 3.3).

C++, Rust, and G [17] support concept-based overloading. There
may be multiple versions of a generic function and the compiler
chooses the most specific one. Although Cyan does not support
this feature, different versions of a prototype body are easily gen-
erated by metaobjects according to the real arguments, as shown
in Listing 5. Metaobjects are used to generate code according to
the parameters. This feature is used, for example, in prototype
cyan.lang.Array<T>: if T defines method <=> T -> Boolean, a
metaobject adds a method sort to Array<T>.

Separate compilation of generics is supported by languages Java,
Scala, C♯, and G. Therefore, type checking is made before any
instantiations which share the same code. Cyan duplicates the code
for each instantiation with new arguments. It could not be different
because metaobjects can add code (fields and methods) depending
on the real argument, as occurs with Array<T>. The sharing of code
by several instantiations is hard to achieve and can even lead to
unsound type systems [2]. No type error is introduced in Cyan by
either the metaobject concept or generic prototypes. The reason
is that every new instantiation of a generic prototype is compiled
as a regular prototype.

Bagge et al. [4] proposed a C++ extension for generating test
cases based on axioms, which are part of the concept DSL. Axioms
are conditional equations that are transformed and used for gen-
erating test cases automatically. Language Magnolia [3] was built
based on this C++ extension. Cyan axioms are much less sophisti-
cated: they describe methods for testing which are output to test
prototypes almost unmodified.
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5 CONCLUSION
The CyanMetaobject Protocol gives to regular developers the power
of adapting the language to their needs. Metaobjects work like plu-
gins to the compiler and can change the compilation by adding
new checks and generating code. The new checks feature is used by
metaobject concept for constraining the real arguments to generic
prototypes through a concept language. The parsing and interpreta-
tion of this language aremade by themetaobject itself. Therefore, no
new Cyan language construct or feature is needed for concept sup-
port. There can be other metaobjects for concept specifications. In
particular, it is easy copy-and-pastemetaobject concept and change
it. In this new concept metaobject, the concept language may be
different and it can have fewer or more statement kinds. None of
the languages cited in this paper allows developers to change the
support for concepts without changing the compiler. However, it
should be noted that some features cannot be implemented using
Cyan metaobjects: retroactive modeling, default method imple-
mentations, and multiple models. Future research could make the
metaobject support associated types.

The concept language is expressive: there are 13 different state-
ment kinds and all common uses are supported. There are 12 state-
ments for syntactic checking and one, axiom, for helping to build
test cases for the semantic restrictions. Through the use of typeof,
the concept language can express constraints that are difficult or im-
possible to define in other languages. Developers can give their own
error messages. Annotations of metaobject concept may be used
with non-generic prototypes. Therefore, it may work as a checker
for prototype characteristics such as the definition of methods with
a given signature (using the has statement). An annotation can also
generate test cases outside the current prototype.

Metaobject concept does not support all concept features cited
in this article, like any other language. However, it supports a real
DSL concept language and achieves an excellent balance between
power and ease of use.
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